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Algorithms, sorting

Bubble sort is well known for being one of the
worst sorting algorithms. One way to improve its effi-
ciency was described by Batcher [1], however it is so
complex and the amount of bookkeeping so huge that
this algorithm is not commonly used in single-proces-
sor programming.

Bubble sort can be improved in yet another way,
which is similar to Shell’s version of the insertion sort.
We select a sequence hy, ..., hy, where h,>1and

t = O(log n), n being the number of sorted elements.

In pass i (i <t) the vector to be sorted is traversed
from left to right and items distant h; from each other
are compared and exchanged if necessary. After t
passes a regular bubble sort should be used to com-

plete the sorting process. This gives the following algo-

rithm:
fork :=1totdo
begin

inc :=hg;

fori:=1ton —incdo
if A[i] > Ali+inc]
then A[i] < Ali +inc] fi
end;
g:=n-—-1;
while 2 >0 do
begin
k:=0;
fori:=1tog do
if A[i] > Ali+ 1]
then {A[i] < Ali+ 1]k =il
Qi =k-1
end;

Obviously, this algorithm works, as the second part
of it is just the well-known bubble sort. Its average
efficiency is quite good, as illustrated by the Table 1.

The above results were obtained by sorting real
numbers generated by a uniform distribution random
numbers generator. The tested programs were written
in Fortran and run on a CDC Cyber 72. The sequence
h,=|3n],hin = | 3h;] was used. The code of
Quicksort was copied from [2], while Shellsort was
coded after the description given in [3] with incre-
ments of form 2% — 1. While the version of Quicksort
is approximately the best achievable, there is no cer-
tainty whether this is true in the case of Shellsort —
this algorithm depends on the choice of increments
(see [3] for details).

The exact time complexity of the presented algo-
rithm has yet to be determined. The author hopes that
this short presentation will encourage some one to
work on this problem.

Table 1
Running times of various sorting algorithms (times in ms)
n Quicksort  Shellsort Bubblesort Modified
Bubblesort
10 0.86 0.99 0.6 0.58
50 5.84 8.62 14.6 4.62
100 13.38 21.28 57.3 11.87
500 87.81 153.70 1456.6 84.80
1000 199.8 367.0 194.9
2000 441.2 858.2 450.5
10000  2696.8 2743.8
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Table 1. Running times (in seconds) of various sorting algorithms

Shellsort Quicksort
N Shell’s Hibbard's Knuth's  Sedgewick's Heapsort Standard  Optimiscd®
100 0.0024 0.0022 0.0021 0.0017 0.0042  0.0028 0.0024
1000 0.0354 0.0344 0.0306 0.0293 0.0557  0.0315 0.0259
10000 0.5890 0.5563 0.5000 0.4300 0.7165  0.3677 0.3153
100000 9.230 8.408 8.041 5.730 8.859 4.230 3.588
1000000 141.6 130.3 135.4 71.2 104.7 47.1 41.3

* Recursive with median-of-three partitiomng and a cutoff of 10.

Table 2 b ref
N Observed exchanges OQur fit O(N'*%) fit O(Nlog? N) it
100 3476 360.2 400.7 —2459
500 2950.0 2944.1 30444 291.1
1000 7200.8 7139.0 7291.0 2514.6
5000 55831.4 55871.1 55397.2 422327
10000 134658.1 134966.1 132673.9 116237.5
50000 1038169.2 1038814.1 1008062.8 1022314.1
100000 2500788.7 2497784.2 24142674 2486839.0
500000 19120679.6 19113501.4 18343726.9 18290748.7
1000000 45848881.9 45873300.0 439324446 42248509.9
12000000 1058423789.1 1052351112.6 1005897526.8 7877331882
Table 3
Total number Machines used
Permutation sizes of sorts
104, 10 €/ <99 16000 16 SUN 3 workstations
1004, 10 i< 99 16000 16 SUN 3 workstations
1000/, 10 €i<g 45 4000 16 SUN 3 workstations
100000/, 5<i< 10 2000 5 SUN 3 workstations with > 8 Mb
12000000 100 1 VAX 785 with 128 Mb
Table 4
Hibbard's Knuth's Sedgewick’s
N Average S.D. Average S.D. Average s.D.
100 347.6 26.3 432.1 343 461.8 37.9
1000 7200.8 361.8 8§901.3 446.8 7725.2 192.0
10000 134658.1 6485.6 164960.3 7218.7 108811.7 943.0

100000 2500788.7 116348.3 2963 566.6 1331956.0 1409404.5 5281.4
1000000 45848881.9  2.045907.5 §3477706.7  2306321.8 174211183 360683




Table 6
Exchanges
Hibbard's Knuth's Seagewick's
N Observed Qur fit Observed Our fit Observed Our fit
100 347.6 360.2 432.1 381.7 461.8 456.3
200 879.5 915.9 1094.9 10883 11104 1092.4
300 1499.3 1536.8 1863.2 1873.5 1817.1 1810.6
400 2184.5 2215.8 27254 2727.8 2598.2 2577.8
500 2950.0 2944.1 3608.3 3640.6 34109 3380.3
600 3692.7 3715.1 45837 4603.9 4210.7 4210.3
700 4516.7 45236 5606.5 5611.6 S054.9 5063.1
800 5370.8 5365.8 6640.8 6659.1 5933.0 59354
900 6264.6 6238.4 7729.2 7742.6 6847.4 6824.5
1000 7200.8 7139.0 8901.3 8859.3 7725.2 7772.8
2000 17480.6 17338.6 2113957 214338 17401.2 17360.2
3000 29171.5 29166.6 36035.1 35865.6 27632.1 27700.0
4000 42300.4 42036.6 51670.2 51636.0 385728 38503.0
5000 55831.4 55871.1 68128.9 68475.1 494473 496524
6000 70411.6 70477.2 85966.8 8§6213.6 61008.9 61079.1
7000 85667.8 85755.5 104575.3 104734.0 72748.0 72737.1
8000 102007.0 101632.5 123897.5 123949.5 84929 4 845935
9000 117931.4 118051.2 143972.7 143793.2 96961.9 96624.0
10000 134658.1 134966.1 164960.3 164211.2 108811.8 108 809.2
20000 324773.0 325331.3 392459.0 392865.7 2363277 236779.2
30000 543129.3 543925.2 654918.0 653937.4 327771.2 372092.5
40000 781219.3 783095.2 9349843 938534.9 512.798.8 512196.8
50000 1038169.2 1038814.1 12394329 1242001.8 655480.2 655873.8
60000 1309707.4 1308534.4 1562018.2 1561402.6 803536.0 §02404.1
70000 1589450.2 © 1590476.7 1895389.6 1894691.7 951420.6 951311.4
80000 1882107.7 1883317.7 2240797.3 2240350.7 1100403.4 1102256.9
90000 2183821.4 2186028.8 2606280.3 2597201.2 1252909.2 12549868
100000 2500788.7 2497784.2 2963 566.6 2964298.7 1409404.5 1409304.2
200000 6000092.0 6002478.5 7092600.7 7072978.0 30131514 301518222
300000 10023436.6 10022280.4 11810720.0 11762684.6 4690850.4 46964279
400000 14429076.3 14417206.3 16910384.1 16874618.7 6425108.0 64270222
500000 19120679.6 19113501.4 22408676.5 223253413 8209540.0 §194562.7
600000 24056494.9 240645149 28156209.6 28062164.4 10015607.2 9991722.2
700000 29236932.2 29237678.8 34206881.1 34048349.0 11811384.4 118136449
800000 34603915.5 34608781.6 40458926.4 40256 606.9 13649817.6 13656870.6
900000 40198106.3 40159017.8 46810624.1 46665758.2 15521352.5 15518805.5
1000000 45848881.9 45873300.0 53477706.7 52258820.7 174211183 17397431.6
12000000 1058423789.1 1052351112.6 1209048063.7 1201162111.6 254835978.7 254636241.3

by using a poor random number generator or
time lost due to crashes. By running these
sorts simultancously, only about four weeks
of actual calendar time was used.

3. Increments which give O(N?) worst-case
bounds

In this section we provide new fits for the
running time of Shellsort using the increment
sequences suggested by Hibbard and Knuth.
The main measure of the running time is the
number of exchanges performed by the alg-
orithm. In both cases, the number of exchanges
fits c,NLH,N+c3N‘+c4N5+r5N5+cs. In
addition to this, there is additional O(Nlog N)
work corresponding to comparisons which do
not require exchanges (one comparison per
element per increment). This gives a lotal
running tome of O(N+). Table 6 shows how
well our fit compares with the observation.
The number of exchanges obscrved has a
high standard deviation for both of the
sequences in this section; in particular, for the
scquence reccommended by Knuth, the stan-
dard deviation is about 5% of the observed
value (the claim in Ref. 8 of a standard

deviation of 50000 for sorting 250 000 numbers
is apparently a typo that should read 350000).
All of the formulas represent simple un-
weighted least-mean-square fits, and it is
certainly possible that some other technigue
could produce even better fits. The fact that a
simple method produces such good fits over
such a wide range shows how likely the
functional form is. It seems likely that the
error in the fit was larger than the probable
error in the observation. The actual constants
are of little practical interest, probably insigni-
ficant and inaccurate, but for the sake of
completeness we include them here. For
Hibbard's sequence, the fit obtaincd is

1.55376872N-4.47754N +
47.98950721 Vi 335,828 N+ +
1140.81404N ¢ 1450.25

This is in contrast to the fits 1.2IN"?% and
0.39Nlog N—-2.33Nlog N previously propo-
sed. For Knuth's sequence, the fit is

173123269 N4 ~2.28388.V + 33.14 353 §7| V'
—~284.216N}+1074.63905Ni — 1541.59,

which contrasts with Knuth's conjecture of

90 THE COMPUTER JOURNAL, VOL. 34, NO. I, 1991

1.66N'?* and a logarithmic form that is not
plausible.

4. Sedgewick’s increments (h; =
9.4'-9.2"+1U4'-32'+1)

These increments exhibit a very low standard
deviation which cnables us to get fits with
much less error than in the previous section.
Table 4 compares the average number and
standard deviation (s.0.) of exchanges for
Hibbard's, Knuth's and Sedgewick’s incre-
ment sequences on a few file sizes. .

Our fit for this sequence is 0.42663452 N +
18.49281 148N —61.5 728 N4 +72.69 723933 N
+105.37474 557Ni-372.755N 14+ 483.29055
TLS10 11S. The O(N) term was too in-
significant to be reported. The data in tables §
and 6 shows that this is a very accurate fit.
Attempts to fit using other functional forms
(including the form in Section 3) give generally
poor results.

S. Extensions, conjectures and open problems

The natural open problem is to prove any of
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Figure 28: Comparison of the two strategies to handle red-red conflicts, exemplary shown by the
chromatic tree: (a) Average time needed to perform a red-balancing transformation. (b) Propor-
tion of the performed red-balancing transformations (using 63 user processes and 1 rebalancing
process). (c¢) Total number of performed red-balancing transformations. (d) Number of unsettled
rebalancing requests after the time used to perform 1000000 dictionary operations.
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scenarios perform the best.!

ANOVA has the following three advantages over individual ¢-tests? when the
number of groups being compared is greater than two. See [9] for more details.
In our case, we have four algorithms and four scenarios. Standard statistics
terminology for a hypothesis that we wish to test, is null hypothesis.

o It gives accurate and known type-I error probability.?

e It is more powerful i.e. if null hypothesis is false, it is more likely to be
rejected.

o It can assess the effects of two or more independent variables simultane-
ously.

5.3 Mathematical Model

Quality of Solution: We first describe the experiment for the quality of solu-
tion i.e. pas. We use a two-factor ANOVA model since our experiment involves
two factors which are:

1. The algorithms: A;,7 =1,2,3 and 4.
2. The scenario: S;,7 =1,2,3 and 4.

Following classical statistics terminology, we will sometimes refer to algo-
rithms as treatments and the scenarios as blocks. We will use A to denote the
set of algorithms and S to denote the set of scenarios. For each algorithm-
scenario pair we have 30 observations (or replicates). When testing the efficacy
of the algorithms, we use 4 algorithms, each having 120 observations (30 for
each scenario) from the corresponding population. The design of experiment
used here is a fired-effect complete randomized block. Fized-effect because the
factors are fixed as opposed to randomly drawn from a class of algorithms or sce-
narios; the conclusions drawn from this model will hold only for these particular
algorithms and scenarios. Complete implies that the number of observations are
the same for each block. Randomized refers to the 30 replicates being drawn
randomly. We wish to test the hypothesis:

IThe populations in each of the groups are assumed to be normally distributed and have
equal variances. The effect of violation of ANOVA assumptions of normality and homogeneity
of variances have been tested in the literature ([10]) and the results show:

e Non-normality has negligible consequences on type-I and II error probabilities unless
the populations are highly skewed or the sample is very small.

e When the design is balanced, i.e. the number of observations are the same for each
group, violation of homogeneity of variance assumption has negligible consequences on
the accuracy of type-I error probabilities.

2¢-test checks for the significance of the difference in the means of two samples. It can
assess whether the difference in sample means is just due to sampling error or they really are
from two populations with different means.

3The probability of rejecting a null hypothesis when it is actually true.

-

*
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Is the mean quality of solution provided by different algorithms the
same, against the alternative hypothesis that some or all of these
means are unequal?

The model for randomized block design includes constants for measuring the
scenario effect (block effect), the algorithm effect (treatment effect) and a pos-
sible interaction between the scenarios and the algorithms. The appropriate
mathematical model is as follows:

Xijk = p+ 7 + B + (18)i5 + €4jr»

where X;;;, is the measurement (p4s) for the kth sample within the ith al-
gorithm and the jth scenario. 7; is the algorithm effect. B; is the scenario
effect. (78)i; captures the interaction present between the algorithms and the
scenarios. €;j; is the random error. See [8, 9] for further details on ANOVA.

We use S-Plus [15] software to run two-factor ANOVA to test the following
three different null hypotheses.

1. Are the means given by the 4 different algorithms equal? The null hy-
pothesis here is, Hy : 7 = 70 = 13 = 7.

2. Are the means given by the 4 different scenarios equal? The null hypoth-
esis here is, Hy : 01 = B2 = 83 = (4.

3. Is there any interaction between the two factors? The null hypothesis here
iS, H() : (Tﬂ)ij =0.

The results of two-factor ANOVA are shown in Table 1 and Table 2. In
the following discussion, we explain the meaning of each column in Table 1.
DF refers to the degrees of freedom, SS refers to the sum of squared deviations
from the mean. M S refers to the mean square error, which is the sum of squares
divided by the degrees of freedom.*

4The sum of squares for the algorithm factor can be calculated as:
S84 =nJZ;(X;. —X...)?

where n is the number of replicates, J is the number of scenarios, X .. is the mean of algorithm
i across all scenarios and X ... is the grand mean across all algorithms and scenarios. Recall
that in our case n = 30 and J = 4 yielding a total sample size of 120.

The sum of squares for scenario factor can be calculated as:

585 =nIs;(X ;. — X...)2

where as before n is the number of replicates, I is the number of algorithms and X. j. is the
mean of scenario j across all algorithms. Again, in our case n = 30 and I = 4.
The sum of squares for algorithms and scenario interaction is:

SSas = nZiTi[Xij. — (X... + % + ;)2

Here Yij. is the mean of observations for the algorithm i scenario j pair. #; and ,@j are
respectively the estimated least square values of 7; and B;. The sum of squares “within”
refers to the squared difference between each observation and the mean of the scenario and
algorithm of which it is a member. It is also referred as the residual sum of squares. This can
be calculated as: i

SSw = nEjT; Tk (Xijk — Xij-)?

15
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The p-value gives the smallest level of significance at which the null hypoth-
esis can be rejected.’ The lower the p-value, the lesser the agreement between
the data and the null hypothesis. Finally the F-test is as follows. To test the
null hypothesis, i.e., whether the population means are equal, ANOVA com-
pares two estimates of o2, The first estimate is based on the variability of each
population mean around the grand mean. The second is based on the variability
of the observations in each population around the mean of that population. If
the null hypothesis is true, the two estimates of o2 should be essentially the
same. Otherwise, if the populations have different means, the variability of the
population mean around the grand mean will be much higher than the variabil-
ity within the population. The null hypothesis in the F-test will be accepted if
the two estimates of o2 are almost equal.

In a two-factor fixed-effect ANOVA, three separate F-tests are performed:
two tests for the factors, and the third for the interaction term. The null
hypothesis for the first factor can be written as:

H{,“ PR = pon = =
which is equivalent to writing: Hy : 7y = To = 73 = 74. The F-test is:

_ _SS4/(I-1)
AT SSw/II(n-1)

and the null hypothesis for the second factor can be written as:
H(‘)9 TR = e = = g
which is equivalent to writing: Hy : 8; = B2 = B3 = B4. The F-test is:
§Ss/(J - 1)
7 SSw/lin=1)
and the null hypothesis for the interaction term can be written as:
Hg'S : (r8)ij = 0.

The F-test is:
_ SSus/(I-1)(J = 1)
SSw/IJ(n—1)
If this F-ratio is close to 1, the null hypothesis is true. If it is considerably
larger — implying that the variance between means is larger than the variance

Fus

The total sum of squares is

SSt =884 + SSs + SSas + SSw

5To obtain a p-value for say F4, the algorithm effect, we would look across the row associ-
ated with 3 degree of freedom in the numerator and 464 degrees of freedom in the denominator
in the F-distribution table and find the largest value that is still less than the one obtained
experimentally. From this value, we obtain a p-value of 0 for F 4.

2,
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Source DF | SS§ MS | F-test | p-value
Scenario (Block) 3 0.14 | 0.05 | 43.38 0

Algorithm (Treatment) | 3 | 22.78 | 7.59 | 6792.60 0

Scenario:Algorithm 9 0.12 | 0.01 15.90 0
Residuals 464 | 0.40 | .0008
Total 479 | 23.45

Table 1: Results of Two-Factor ANOVA: This table shows results of two-
factor ANOVA where the factors are algorithms and scenarios. The measure-
ment is the quality of solution, given by p4s. The p-values show that the
algorithm effect, scenario effect and the interaction between the algorithms and
scenarios are all significant at any level of confidence.

within a population — the null hypothesis is rejected. The F distribution table
should be checked to see if the F-ratio is significantly large.

The results in Table 1 show that all the above three null hypothesis are
rejected at any significance level. This implies that the performance (mea-
sured by pas) of at least one of the algorithms is significantly different from
the other algorithms. Also, different scenarios make a difference in the perfor-
mance. Finally, the scenarios and the algorithms interact in a significant way.
The interaction implies that the performance of the algorithms are different for
different scenarios.

5.3.1 Contrasts

The next question of interest is what really caused the rejection of the null
hypothesis; just knowing that at least one of the algorithms is different does not
help us identify which algorithm is significantly different. To answer this we use
a procedure called contrast. A contrast C among I population means (i) is a
linear combination of the form

C = Yiaip; = arpr +aopg + - +arpr

such that the sum of contrast coefficients ¥;c; is zero. In the absence of true

population means, we use the unbiased sample means which gives the estimated

contrast as: . .
C=i;X;=a1 X1+ 0Xo+ - +arXy.

The contrast coefficients o, ag, -- -, ar are just positive and negative numbers
that define the particular hypothesis to be tested. The null hypothesis states
that the value of a parameter of interest for every contrast is zero, i.e., Hy : C =

(17



